*1.1. Tipos de datos e integridad de datos en SQL*

*Los tipos de datos en SQL son fundamentales para la gestión de bases de datos. Entre los tipos de datos más comunes en SQL se encuentran: enteros, decimales, texto, fecha y hora, binarios, entre otros. Es importante conocer los diferentes tipos de datos y cómo se almacenan en una base de datos para poder realizar consultas y operaciones de manera efectiva.*

*Los tipos de datos. además de su sintaxis, se describen a continuación:*

1. *Tipos de datos numéricos*

* *INTEGER: Este tipo de dato se utiliza para almacenar números enteros. Su tamaño suele variar entre 2 y 8 bytes, dependiendo del sistema de gestión de bases de datos (SGBD) utilizado. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (id INTEGER);* |
| --- |

* *FLOAT: Este tipo de dato se utiliza para almacenar números decimales. Su tamaño suele variar entre 4 y 8 bytes. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (precio FLOAT)* |
| --- |

* *DECIMAL: Este tipo de dato también se utiliza para almacenar números decimales, pero con una precisión fija. Su sintaxis incluye dos valores: la precisión (número total de dígitos) y la escala (número de dígitos después del punto decimal). Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (monto DECIMAL(10, 2));* |
| --- |

1. *Tipos de datos de cadena de caracteres*

* *CHAR: Este tipo de dato se utiliza para almacenar cadenas de caracteres de longitud fija. Si el tamaño de la cadena es menor que el tamaño definido, se rellena con espacios en blanco. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (nombre CHAR(20));* |
| --- |

* *VARCHAR: Este tipo de dato se utiliza para almacenar cadenas de caracteres de longitud variable. Solo se utiliza el espacio necesario para almacenar la cadena. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (descripcion VARCHAR(100));* |
| --- |

1. *Tipos de datos de fecha y hora*

* *DATE: Este tipo de dato se utiliza para almacenar fechas. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (fecha DATE);* |
| --- |

* *TIME: Este tipo de dato se utiliza para almacenar horas. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (hora TIME);* |
| --- |

* *DATETIME: Este tipo de dato se utiliza para almacenar fechas y horas. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (fecha\_hora DATETIME);* |
| --- |

*Estos son solo algunos ejemplos de los tipos de datos que se pueden encontrar en SQL. Es importante que los estudiantes comprendan las características de cada tipo de dato y su sintaxis, para poder utilizarlos adecuadamente en la creación de tablas y consultas.*

*Además de los tipos de datos, es importante asegurar la integridad de los datos en una base de datos. La integridad de los datos se refiere a la precisión, coherencia y consistencia de los datos almacenados en una base de datos. Cuando se garantiza la integridad de los datos, se asegura que los datos sean exactos y completos, lo que facilita la toma de decisiones basadas en los datos.*

*En SQL, la integridad de los datos se garantiza mediante el uso de restricciones, que son reglas que se aplican a las tablas para evitar la inserción de datos incorrectos o incompletos. A continuación, se describen los tipos de restricciones más comunes en SQL:*

* *NOT NULL: Esta restricción se aplica a una columna y especifica que no se pueden insertar valores nulos en esa columna. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (id INT NOT NULL, nombre VARCHAR(50));* |
| --- |

* *UNIQUE: Esta restricción se aplica a una columna y especifica que no se pueden insertar valores duplicados en esa columna. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (id INT UNIQUE, nombre VARCHAR(50));* |
| --- |

* *PRIMARY KEY: Esta restricción se aplica a una o más columnas y especifica que esa columna o conjunto de columnas son claves primarias de la tabla. La clave primaria es un valor único que identifica de manera única cada fila de la tabla. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (id INT PRIMARY KEY, nombre VARCHAR(50));* |
| --- |

* *FOREIGN KEY: Esta restricción se aplica a una o más columnas y especifica que esa columna o conjunto de columnas son claves foráneas de la tabla. La clave foránea es un valor que hace referencia a una clave primaria en otra tabla. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (id INT, id\_otra\_tabla INT, FOREIGN KEY (id\_otra\_tabla) REFERENCES otra\_tabla(id));* |
| --- |

* *CHECK: Esta restricción se aplica a una columna y especifica una condición que debe cumplirse para insertar valores en esa columna. Ejemplo de sintaxis:*

| *CREATE TABLE tabla\_ejemplo (id INT, edad INT CHECK (edad > 0));* |
| --- |

*Es importante que comprendas la importancia de la integridad de los datos y cómo se garantiza mediante restricciones en SQL. De esta forma serás capaz de utilizar estos tipos de restricciones correctamente al crear tablas y consultas.*

*Un ejemplo de una consulta utilizando las restricciones mencionadas es el siguiente:*

| *CREATE TABLE tabla\_ejemplo (  id INT NOT NULL,  nombre VARCHAR(50) NOT NULL,   email VARCHAR(50) UNIQUE,  fecha\_nacimiento DATE NOT NULL,   id\_otros INT,  CONSTRAINT pk\_id PRIMARY KEY (id),  CONSTRAINT fk\_id\_otros FOREIGN KEY (id\_otros) REFERENCES otra\_tabla(id),  CONSTRAINT ck\_fecha\_nacimiento CHECK (fecha\_nacimiento < CURRENT\_DATE),  CONSTRAINT uc\_nombre\_email UNIQUE (nombre, email) );* |
| --- |

*En este ejemplo, se crea una tabla llamada "tabla\_ejemplo" con las siguientes columnas y restricciones:*

* *“id”: es un campo requerido (NOT NULL) y es la clave primaria de la tabla (pk\_id).*
* *“nombre”: es un campo requerido (NOT NULL) y se asegura la unicidad del par “nombre”/”email” (“uc\_nombre\_email”).*
* *“email”: es un campo único, lo que significa que no puede haber dos filas con el mismo valor de email. Se asegura la unicidad del par “nombre”/”email” (“uc\_nombre\_email”).*
* *“fecha\_nacimiento”: es una fecha que se asegura que sea menor que la fecha actual (“ck\_fecha\_nacimiento”) y no puede ser nula.*
* *“id\_otros”: es una clave foránea que hace referencia a la tabla "otra\_tabla" y se asegura que los valores de esta columna existan en la tabla "otra\_tabla" (fk\_id\_otros).*

*Con este ejemplo se busca entender cómo se aplican las restricciones de integridad de datos en SQL.*

*1.2 Consultas avanzadas de SQL para la exploración de datos*

*Las consultas avanzadas de SQL permiten realizar análisis más complejos de los datos en una base de datos. Entre las técnicas avanzadas de SQL para la exploración de datos se encuentran:*

* *Funciones de ventana (window functions): Permiten realizar operaciones de agregación sobre un conjunto de filas. Por ejemplo, se pueden calcular promedios móviles o clasificar los datos por rangos.*

*La sintaxis básica para usar una función de ventana es la siguiente:*

| *SELECT columna1, columna2, ..., funcion\_de\_ventana(columna3) OVER (PARTITION BY columna4 ORDER BY columna5) FROM tabla;* |
| --- |

*Donde “columna1”, “columna2”, “columna3”, “columna4” y “columna5” son nombres de columnas de la tabla, “funcion\_de\_ventana” es la función de ventana que se quiere aplicar (por ejemplo, SUM, AVG, MAX, etc.), y “tabla” es el nombre de la tabla.*

*En la cláusula OVER, se define la ventana que se quiere usar para aplicar la función de ventana. PARTITION BY se utiliza para separar las filas en grupos según los valores de una columna específica, mientras que ORDER BY se utiliza para ordenar las filas dentro de cada grupo.*

*Ahora veamos un ejemplo de uso de una función de ventana. Supongamos que tenemos una tabla llamada ventas con las columnas producto, fecha y cantidad. Queremos calcular la cantidad total vendida de cada producto en cada fecha, así como la cantidad acumulada hasta esa fecha. La consulta SQL para realizar esta tarea utilizando la función de ventana SUM sería la siguiente:*

| *SELECT producto, fecha, cantidad, SUM(cantidad) OVER (PARTITION BY producto ORDER BY fecha) AS cantidad\_acumulada FROM ventas;* |
| --- |

*En esta consulta, se está calculando la suma acumulada de la cantidad vendida (“cantidad\_acumulada”) por “producto” (PARTITION BY producto) ordenado por fecha (ORDER BY fecha).*

* *Consultas recursivas: Permite realizar análisis de estructuras de datos complejas, como árboles o grafos. En una consulta recursiva, una subconsulta se ejecuta varias veces y el resultado se va acumulando en una tabla temporal.*

*La sintaxis básica de una consulta recursiva en SQL es la siguiente:*

| *WITH RECURSIVE nombre\_cte (columna1, columna2, ...) AS ( -- Consulta no recursiva SELECT ... UNION ALL -- Consulta recursiva SELECT ... FROM nombre\_cte WHERE ... ) SELECT \* FROM nombre\_cte;* |
| --- |

*Donde:*

* *"WITH RECURSIVE" es una cláusula que indica que se está utilizando una consulta recursiva.*
* *"nombre\_cte" es un nombre arbitrario que se le da a la tabla temporal que se va a crear.*
* *"columna1, columna2, ..." son las columnas que se van a seleccionar en la consulta.*
* *"SELECT ..." es la consulta no recursiva, es decir, la primera vez que se ejecuta la subconsulta.*
* *"UNION ALL" es un operador que combina los resultados de dos consultas.*
* *La segunda consulta es la consulta recursiva. Aquí se utiliza la tabla temporal creada en la primera consulta.*
* *"WHERE ..." es una condición que se utiliza para definir cuándo se debe detener la recursión.*
* *"SELECT \* FROM nombre\_cte" es la consulta final que devuelve el resultado acumulado.*

*Por ejemplo, supongamos que tenemos una tabla llamada "Categorías" con las siguientes columnas: "ID", "Nombre" y "ID\_padre". La columna "ID\_padre" indica el ID de la categoría “padre”, o NULL si no tiene un padre. Podemos utilizar una consulta recursiva para obtener una estructura jerárquica de las categorías. Un ejemplo de consulta recursiva para obtener la estructura jerárquica de las categorías es el siguiente:*

| *WITH RECURSIVE jerarquia AS ( -- Consulta no recursiva SELECT id, nombre, id\_padre, 0 AS nivel FROM categorias WHERE id\_padre IS NULL UNION ALL -- Consulta recursiva SELECT c.id, c.nombre, c.id\_padre, j.nivel + 1 AS nivel FROM categorias c JOIN jerarquia j ON c.id\_padre = j.id ) SELECT id, nombre, nivel  FROM jerarquia ORDER BY nivel, id;* |
| --- |

*En el ejemplo, "jerarquia" es el nombre de la tabla temporal que se va a crear.*

*La primera consulta selecciona todas las categorías que no tienen un padre, es decir, las categorías raíz. La segunda consulta utiliza la tabla "categorias" y la tabla "jerarquia" para unir las categorías con sus padres y calcular el nivel de profundidad de cada categoría.*

*"ORDER BY nivel, id" es una cláusula que ordena el resultado por “nivel” y por “ID” de categoría.*

* *Uniones (joins) complejas: Permiten combinar múltiples tablas para realizar análisis más complejos. Se utilizan cuando una consulta necesita obtener información de varias tablas relacionadas entre sí. Por ejemplo, se pueden unir varias tablas para realizar análisis de ventas por categoría de producto y por región. La sintaxis básica de una unión compleja es:*

| *SELECT columnas FROM tabla1 JOIN tabla2 ON condicion1 JOIN tabla3 ON condicion2 WHERE condicion3;* |
| --- |

*En esta sintaxis, JOIN se utiliza para unir dos tablas y ON se utiliza para especificar la condición de unión. La cláusula WHERE se utiliza para aplicar filtros adicionales a la consulta.*

*Veamos el siguiente ejemplo:*

| *SELECT productos.nombre, ventas.cantidad, regiones.nombre FROM productos JOIN ventas ON productos.id = ventas.id\_producto JOIN tiendas ON ventas.id\_tienda = tiendas.id JOIN regiones ON tiendas.id\_region = regiones.id WHERE regiones.nombre = 'Norte';* |
| --- |

*En este ejemplo, se quiere obtener el nombre de los productos vendidos, la cantidad vendida y el nombre de la región donde se realizaron las ventas, para las ventas realizadas en la región Norte. Se realiza una unión entre las tablas de productos, ventas, tiendas y regiones utilizando las columnas “id” y “id\_producto”, “id\_tienda” y “id\_region”, respectivamente. Luego se utiliza la cláusula WHERE para filtrar los resultados y obtener solo las ventas realizadas en la región Norte.*

* *Subconsultas: Son consultas dentro de una consulta principal. Se utilizan para obtener datos que no pueden ser obtenidos directamente de una sola tabla o vista. Las subconsultas pueden ser utilizadas en la cláusula WHERE, FROM o SELECT de la consulta principal. La sintaxis de una subconsulta es la siguiente:*

| *SELECT columna1, columna2, ... FROM tabla1 WHERE columna1 IN (SELECT columna1 FROM tabla2 WHERE condicion)* |
| --- |

*La subconsulta se encuentra entre paréntesis después de la cláusula IN. La subconsulta selecciona los valores de la “columna1” de la “tabla2” que cumplen con la condición especificada, y la consulta principal selecciona las columnas específicas de la “tabla1” donde la “columna1” está dentro de los resultados de la subconsulta.*

*Para entender mejor el uso de las subconsultas, supongamos que tenemos dos tablas: una tabla llamada "ventas" que contiene información sobre ventas diarias de productos, y otra tabla llamada "productos" que contiene información sobre los productos vendidos. Queremos obtener el nombre del producto y su precio máximo de venta en la tabla "ventas". Podríamos utilizar una subconsulta para lograr esto de la siguiente manera:*

| *SELECT nombre\_producto, precio\_maximo FROM productos JOIN (  SELECT id\_producto, MAX(precio\_venta) AS precio\_maximo  FROM ventas  GROUP BY id\_producto ) AS precios ON productos.id = precios.id\_producto;* |
| --- |

*En este ejemplo, la subconsulta se utiliza para obtener el precio máximo de venta para cada producto en la tabla "ventas", y se une con la tabla "productos" utilizando la cláusula JOIN para obtener el nombre del producto correspondiente.*

*Es importante notar que la subconsulta está entre paréntesis y se utiliza como una tabla temporal dentro de la consulta principal. También se utiliza la función de agregación MAX para obtener el precio máximo de venta de cada producto en la tabla "ventas".*

* *Consultas temporales: Las consultas temporales en SQL permiten acceder a datos históricos de una tabla. Esto es útil para realizar análisis y comparaciones de datos en diferentes momentos del tiempo.*

*La sintaxis básica de una consulta temporal implica la creación de una tabla derivada que contiene una instantánea de los datos en un momento específico. Para hacer esto, se utiliza la cláusula "AS OF TIMESTAMP" seguida de una marca de tiempo específica.*

*Por ejemplo, si queremos obtener una instantánea de los datos en una tabla "ventas" a las 12:00 PM del 1 de enero de 2022, la consulta temporal se vería así:*

| *SELECT \*  FROM ventas AS OF TIMESTAMP '2022-01-01 12:00:00';* |
| --- |

*En esta consulta, la tabla "ventas" se convierte en una tabla derivada que contiene los datos tal como se veían a las 12:00 PM del 1 de enero de 2022.*

*También es posible usar la cláusula "VERSIONS BETWEEN" para recuperar datos en un rango de tiempo específico. Por ejemplo, si queremos obtener todas las versiones de la tabla "ventas" entre el 1 de enero de 2022 y el 31 de enero de 2022, la consulta se vería así:*

| *SELECT \* FROM ventas VERSIONS BETWEEN TIMESTAMP '2022-01-01 00:00:00'  AND TIMESTAMP '2022-01-31 23:59:59';* |
| --- |

*En esta consulta, la tabla "ventas" se convierte en una tabla derivada que contiene todas las versiones de los datos entre el 1 de enero de 2022 y el 31 de enero de 2022.*

*Las consultas temporales son útiles para el análisis de series de tiempo, la comparación de datos a lo largo del tiempo y la recuperación de datos históricos.*

* *Tablas dinámicas (pivot tables): Son una herramienta útil para resumir grandes conjuntos de datos y analizarlos desde diferentes perspectivas.La sintaxis básica para crear una tabla dinámica en SQL es la siguiente:*

| *SELECT columna1, [agregado1], [agregado2], ... FROM tabla PIVOT (  [funcion\_agregada](columna2)  FOR columna3 IN ([valor1], [valor2], ..., [valorN]) ) AS alias\_tabla\_pivote;* |
| --- |

*Donde:*

* *“columna1” es la columna que se utilizará como categoría o eje X en la tabla dinámica.*
* *[agregado1], [agregado2], ... son las columnas que se quieren agregar o resumir en la tabla dinámica. Por ejemplo, la suma de ventas o el promedio de ganancias.*
* *“tabla” es la tabla original que contiene los datos.*
* *“columna2” es la columna que se quiere agregar o resumir en la tabla dinámica.*
* *“columna3” es la columna que se utilizará como categoría o eje Y en la tabla dinámica.*
* *[valor1], [valor2], ... [valorN] son los valores únicos que aparecen en la “columna3” y que se quieren mostrar como columnas en la tabla dinámica.*
* *“alias\_tabla\_pivote” es el nombre que se le da a la tabla dinámica resultante.*

*Ahora, veamos un ejemplo para dar mayor claridad al uso de tablas dinámicas. Supongamos que tenemos una tabla ventas que contiene información sobre las ventas realizadas en una tienda, con las siguientes columnas:*

* *“producto”: el nombre del producto vendido.*
* *“fecha”: la fecha en que se realizó la venta.*
* *“cantidad”: la cantidad vendida.*
* *“precio”: el precio unitario del producto.*

*Queremos crear una tabla dinámica que resuma las ventas por producto y por fecha, mostrando la cantidad total vendida y el precio promedio por producto y por fecha.*

*La consulta para crear la tabla dinámica sería la siguiente:*

| *SELECT producto, [2019-01-01], [2019-01-02], [2019-01-03] FROM (  SELECT producto, CONVERT(date, fecha) AS fecha, cantidad, precio  FROM ventas ) AS t PIVOT (  SUM(cantidad) AS cantidad\_total, AVG(precio) AS precio\_promedio  FOR fecha in ([2019-01-01], [2019-01-02], [2019-01-03]) ) AS tabla\_pivote;* |
| --- |

*En este ejemplo, la consulta utiliza una subconsulta para convertir la columna fecha en un tipo de datos “date”, para que pueda ser utilizada como eje Y en la tabla dinámica. Luego, se utiliza la función SUM para sumar la cantidad vendida y la función AVG para calcular el precio promedio por producto y por fecha.*

*1.3. Visualización de datos utilizando gráficos, tablas y otros elementos visuales*

*SQL es un lenguaje de consulta que se utiliza para acceder y manipular datos almacenados en una base de datos. Además de realizar consultas y análisis de datos, SQL también puede utilizarse para visualizar datos utilizando diferentes elementos visuales, como gráficos y tablas.*

*Para visualizar datos con SQL, es importante tener un buen conocimiento de las estructuras de datos y cómo se relacionan entre sí. Esto permitirá que los datos se seleccionen y se muestren de manera efectiva. A continuación, se presentan algunas técnicas comunes para visualizar datos con SQL:*

1. *Selección de datos: Para visualizar datos, primero se deben seleccionar los datos que se utilizarán. Esto se puede hacer utilizando consultas SELECT en SQL. Las consultas SELECT permiten seleccionar columnas específicas de una tabla y filtrar los resultados utilizando condiciones.*
2. *Agrupación de datos: Los datos a menudo deben agruparse para que puedan analizarse y visualizarse de manera efectiva. Esto se puede hacer utilizando la cláusula GROUP BY en SQL. La cláusula GROUP BY permite agrupar los resultados de una consulta por una o varias columnas.*
3. *Funciones de agregación: Las funciones de agregación se utilizan para calcular estadísticas y resúmenes de datos, como la suma, el promedio o el máximo. Estas funciones se pueden utilizar en combinación con la cláusula GROUP BY para obtener estadísticas por grupos de datos.*
4. *Gráficos y tablas: Una vez que se han seleccionado y agrupado los datos, se pueden utilizar diferentes tipos de gráficos y tablas para visualizar los resultados. En SQL, esto se puede hacer utilizando diferentes herramientas y lenguajes de programación, como SQL Server Reporting Services o Python.*

*Para explicar el proceso que conlleva la visualización de datos, veamos el siguiente ejemplo:*

*Supongamos que tienes una tabla de ventas con las columnas "producto", "fecha" y "cantidad", que registra la cantidad de cada producto que se vendió en una fecha determinada. Quieres visualizar los datos de ventas totales por producto para el mes de enero. Para hacerlo, primero seleccionaremos los datos que necesitamos utilizando la consulta SELECT, y filtraremos por fecha para seleccionar solo los datos de enero:*

| *SELECT producto, SUM(cantidad) AS ventas\_totales FROM ventas WHERE fecha >= '2022-01-01' AND fecha < '2022-02-01' GROUP BY producto;* |
| --- |

*Esta consulta nos devolverá una tabla con dos columnas: "producto" y "ventas\_totales". Los datos estarán agrupados por producto y se mostrará la suma de la cantidad vendida para cada producto durante el mes de enero.*

*Para visualizar estos datos, podríamos utilizar una tabla o un gráfico de barras. Por ejemplo, si queremos utilizar una tabla, podemos exportar los resultados de nuestra consulta a un archivo CSV y abrirlo en una herramienta de visualización como Excel:*

*![](data:image/png;base64,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)*

*Otra opción sería utilizar un gráfico de barras para mostrar los datos de manera más visual. Podríamos utilizar una herramienta de visualización como Python o R para crear el gráfico. Por ejemplo, una solución utilizando Python y la librería matplotlib:*

| *import matplotlib.pyplot as plt import pandas as pd # Lee los datos desde un archivo CSV df = pd.read\_csv('ventas\_por\_producto.csv')  # Crea un gráfico de barras plt.bar(df['producto'], df['ventas\_totales'])  # Añade etiquetas a los ejes y título plt.xlabel('Producto') plt.ylabel('Ventas totales') plt.title('Ventas por producto en enero')  # Mostramos gráfica plt.show()* |
| --- |

*Este código nos generará un gráfico de barras con las ventas totales por producto durante el mes de enero. Cada barra representa un producto y su altura representa la cantidad de ventas totales.*

*1.4. Trabajando con bibliotecas de visualización en Python:*

*Python es uno de los lenguajes de programación más populares para la visualización de datos, y tiene muchas bibliotecas y herramientas disponibles para ayudar a los programadores a crear gráficos y visualizaciones interactivas. SQL, por otro lado, es una herramienta poderosa para la gestión y análisis de datos. A menudo, los usuarios necesitan conectar las dos herramientas para combinar y visualizar datos.*

*Una forma común de conectar SQL y Python es utilizar una biblioteca de Python para conectarse a la base de datos y leer los datos de SQL en Python. Luego, se pueden utilizar diferentes bibliotecas de visualización de Python, como Matplotlib, Seaborn o Plotly, para crear gráficos y visualizaciones interactivas.*

*Para conectarse a una base de datos de SQL desde Python, se puede utilizar una biblioteca de Python llamada "pyodbc". Esta biblioteca permite a los usuarios conectarse a una base de datos utilizando el protocolo ODBC (Open Database Connectivity). Para usar pyodbc, primero es necesario instalar el controlador ODBC correspondiente para la base de datos a la que se desea conectarse.*

*Una vez que se ha establecido la conexión entre SQL y Python, se pueden usar diferentes bibliotecas de visualización de Python para crear gráficos y visualizaciones interactivas. Por ejemplo, Matplotlib es una biblioteca de visualización de Python muy popular que permite a los usuarios crear diferentes tipos de gráficos, como gráficos de barras, gráficos de líneas, gráficos de dispersión y muchos otros. Seaborn es otra biblioteca popular que se basa en Matplotlib y proporciona una sintaxis más fácil de usar para la creación de gráficos estadísticos. Plotly es otra biblioteca de visualización de Python que permite a los usuarios crear gráficos interactivos y dinámicos que se pueden incrustar en sitios web o aplicaciones.*

*En resumen, la conexión de SQL y bibliotecas de visualización de Python permite a los usuarios combinar y visualizar datos de manera efectiva y eficiente. Al conectar SQL y Python, los usuarios pueden aprovechar la potencia de ambas herramientas para analizar y visualizar datos de manera efectiva.*

*Veamos ahora un ejemplo de cómo se realiza esta interacción entre SQ y Python:*

1. *Primero, es necesario instalar la biblioteca pyodbc en Python, que proporciona una forma de conectarse a una base de datos SQL Server. Esto se puede hacer a través de la línea de comando de Python o utilizando un administrador de paquetes como pip:*

| *pip install pyodbc* |
| --- |

1. *A continuación, se debe establecer una conexión a la base de datos SQL Server utilizando la función connect() de pyodbc. Esto requiere información como el nombre del servidor, la base de datos, el nombre de usuario y la contraseña.*

| *import pyodbc  # Establecer la conexión a la base de datos SQL Server  conn = pyodbc.connect('Driver = {SQL Server};'  'Server = nombre\_servidor;'  'Database = nombre\_bd;'  'UID = nombre\_usuario;'  'PWD = contraseña;')* |
| --- |

1. *Después de establecer la conexión, se puede utilizar la función read\_sql() de pandas para ejecutar una consulta SQL y obtener los resultados como un DataFrame de pandas:*

| *import pandas as pd  # Ejecutar una consulta SQL y obtener los resultados como un DataFrame  df = pd.read\_sql('SELECT columna1, columna2 FROM tabla', conn)* |
| --- |

1. *Una vez que se tienen los datos en un DataFrame de pandas, se puede utilizar Matplotlib para visualizarlos. Por ejemplo, se podría crear un gráfico de barras que muestre la cantidad de registros en la tabla por valor en la “columna1”:*

| *import matplotlib.pyplot as plt  # Crear un gráfico de barras de la cantidad de registros por valor en la columna 1 df.groupby('columna1').size().plot(kind = 'bar') plt.show()* |
| --- |

*¡Eso es todo! Este es solo un ejemplo simple, pero con esta técnica se pueden visualizar una gran variedad de datos de SQL en Python utilizando Matplotlib o cualquier otra biblioteca de visualización de datos de Python.*

*1.5. Integrando SQL con Tableau:*

*Tableau es una herramienta de visualización de datos que permite crear informes interactivos y dashboards. También es compatible con la integración de datos de SQL. Para conectar SQL y Tableau, hay varios pasos que deben seguirse:*

1. *Descargar el controlador de base de datos: El primer paso es descargar el controlador de base de datos de SQL que se utilizará para la conexión con Tableau. Esto puede variar según el tipo de base de datos SQL que se esté utilizando.*
2. *Conectar Tableau a la base de datos SQL: Una vez que se ha descargado el controlador, se puede conectar Tableau a la base de datos SQL. Esto se hace mediante la opción de conexión de Tableau y proporcionando los detalles de la conexión, como la dirección IP, el nombre de la base de datos y las credenciales de inicio de sesión.*
3. *Importar los datos a Tableau: Después de establecer la conexión, se pueden importar los datos desde SQL a Tableau. Esto se hace mediante la opción "Conectar a los datos" en Tableau, donde se selecciona la base de datos SQL y se especifica la tabla o vista que se desea importar.*
4. *Crear visualizaciones: Una vez que los datos se han importado a Tableau, se pueden utilizar las herramientas de visualización de Tableau para crear gráficos, tablas y paneles interactivos. Tableau ofrece una amplia variedad de herramientas de visualización, como gráficos de barras, gráficos circulares, mapas, tablas y más.*

*En resumen, la conexión de SQL y Tableau permite a los usuarios acceder a datos almacenados en bases de datos SQL y visualizarlos de manera interactiva y dinámica utilizando las herramientas de visualización de Tableau. Esto puede ser muy útil para analizar grandes conjuntos de datos y obtener información valiosa para la toma de decisiones empresariales.*

*Un ejemplo sencillo de cómo conectar SQL y Tableau:*

1. *Primero, asegúrate de tener una base de datos SQL a la que puedas acceder. Puedes usar MySQL, PostgreSQL, Microsoft SQL Server, entre otras.*
2. *Abre Tableau y selecciona "Conectar" en la pantalla de inicio.*
3. *En la ventana "Conectar", selecciona "SQL Server" o "MySQL" (dependiendo de la base de datos que estés usando) y completa la información requerida, como el nombre del servidor, el nombre de usuario y la contraseña.*
4. *Después de completar la información, selecciona "Conectar".*
5. *Ahora, en Tableau, puedes seleccionar las tablas que deseas utilizar y arrastrarlas al lienzo de trabajo.*
6. *A partir de aquí, puedes comenzar a visualizar los datos. Tableau te permite crear diferentes tipos de visualizaciones, como gráficos, mapas, tablas, etc. Simplemente selecciona la visualización que deseas crear y arrastra los campos que deseas utilizar a las áreas correspondientes.*
7. *Una vez que hayas creado una visualización, puedes guardarla en Tableau y actualizarla en tiempo real con los datos de tu base de datos SQL. Esto significa que si los datos cambian en la base de datos, tu visualización también cambiará automáticamente.*